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Houston, We Don’t Have a Problem: Designing Tools to Develop Intuition Regarding Orbital Mechanics

Abstract

Students studying aerospace engineering are expected to be capable of calculating an orbital trajectory based on initial conditions or data but that does not mean they have an intuitive feel for how each parameter affects the final orbit. By manipulating aspects of a spacecraft such as its launch conditions, thrust vector, or time of flight and immediately seeing the results of their manipulation, students can develop a sense of how various conditions affect spaceflight and make use of that intuition in the classroom and workplace.

The purpose of this project is to develop a tool that allows for easy to use and easy to understand demonstrations of orbital mechanics. We start with a simple n-body propagator, using our solar system as the model, to establish baseline trajectories. After using this software, students should have a deeper understanding of how the elements of spacecraft and mission design work together to create an orbital trajectory. Students should also be capable of designing a basic deep space mission using the tools provided.

Introduction

A common faculty complaint is that students turn in solutions that are ridiculous without considering if the answer is even feasible. These complaints seem more apparent when students think of software as a black box that always spits out reasonable answers. Today’s engineers must be able to use technology in an intelligent and critical manner and determine if their solution is feasible or infeasible. We aim to help develop this intuition by means of a simulation tool.

Intuition development is frequently linked to experience and can result in better decisions in complex situations [1]. Intuition can be described as subconsciously following a set of rules [2]-[4]. A number of theories attempt to explain intuition development. Fuzzy-Trace theory states that learning evolves from literal interpretation (verbatim) to non-literal interpretation (gist). Intuition is closely connected to gist transfer where learners create links across unique concepts and are less likely to be distracted by unimportant information [5]. The Dreyfus Model interprets learning in six levels starting from a novice who simply follows the rules to a master who can solve problems instantaneously and is absorbed in the task. The fifth level of the Dreyfus model, expert, begins when a task is performed intuitively but is not solved instantaneously [6].

This project aims to create a tool which students studying orbital mechanics could use to develop an intuition about spacecraft trajectories. We define engineering intuition as the ability to assess the feasibility of solutions. We have previously measured intuition by evaluating student responses to problems where a decision (would you approve this mission?) followed a calculation. High intuition was indicated by making the correct decision through accurate reasoning. Our previous work suggests that engineering intuition may be best discernible through “stretch” problems. A “stretch” problem is one that requires information beyond the problem statement but is related to prior knowledge which is easily found by other resources such as the
internet or a textbook [7]-[9]. We have not performed a study to determine if this tool will enhance student’s learning, but previous studies on virtual experiments have shown learning gains [10]-[13].

Issues with developing intuition often first arise in the decision regarding what problem to use to engage intuition [14]. If the problem is too difficult or requires too much outside information, few will be motivated to solve the problem. For example, in previous studies of aerospace engineering students in an introductory space mechanics class, a gap in intuition was observed between aeronautics and astronautics students. The aeronautics students who do not see how the material is important to their career (i.e. designing airplanes) demonstrate less intuition than the astronautics students on astronautical problems [9]. On the other hand, a problem that is too obvious or has a clear “plug and chug” solution does not require higher-order processes. As developing an appropriate problem can be difficult, creating a broad tool was necessary. The tool can be used by the instructor to implement different problems in space mechanics and allows students to test out different cases for each problem. Furthermore, the tool needed to be written in a programming language which is common in aerospace engineering. Starting with similar problems to the “stretch” problems in the past, we created a broad tool for orbital mechanics students to develop a better understanding of an orbit’s characteristics based on its state and orbital elements. Developing this intuition creates a deeper understanding of each aspect of the state and orbital elements and what role they serve in spacecraft navigation.

Tool Development

MATLAB was used to develop this program as it is a common programming language for aerospace engineers. MATLAB also offers advantages with its library of aerospace functions and the App Designer, which simplified the graphical user interface design considerably. This tool is similar to existing programs such as GMAT (General Mission Analysis Tool) and STK (Systems Toolkit). This program is designed to be simpler, so students just beginning to learn orbital mechanics can use it right away and understand what they’re doing.

After running the simulation, the program displays a three-dimensional plot of a spacecraft in orbit around a target body given user-defined initial conditions. A three-dimensional plot was chosen because it allows the user to quickly determine if the orbit is behaving in a rational way, by not intersecting with the planet for instance. The user is required to input information about the desired central body, the spacecraft's initial conditions, and the time of flight. The central body is currently limited to the Earth/Moon system, with plans to include other planetary bodies in the future. The code is currently limited to seven bodies (including the spacecraft) to limit the processing power required to propagate. Initial conditions can be either a state vector or classical orbital elements (semi-major axis, eccentricity, inclination, longitude of the ascending node, argument of periapsis, and true anomaly). The state vector consists of X, Y, and Z position and X, Y, and Z velocity in an ecliptic body-centered inertial coordinate frame. The simulation dates are limited between January 1, 2019 and December 31, 2019 in one day increments. This restriction allows for a large sample of starting conditions and flight times while limiting the amount of data required to download.
Once initial conditions are established the orbit is calculated using n-body dynamics. The dynamics problem consists of the spacecraft and primary body at minimum and can include up to five additional bodies. The problem is therefore at minimum a two-body problem and at maximum a seven-body problem. The dynamics are based on relative n-body motion to solve each case numerically. The Runge-Kutta propagation method used in MATLAB’s ode45 function is used to propagate the dynamics.

Developing the program began with creating and testing several functions in MATLAB. The code consists of two functions which convert between state vector and classical orbital elements, a function to lookup constants associated with each planet and moon, and multiple plotting functions to compare various plotting methods.

Next, data was manually downloaded for each of the planets and up to four of their moons from the JPL Horizons website. The website provides a web-based limited interface to JPL’s HORIZONS system which can be used to generate ephemerides for solar-system bodies [15]. The data is stored as text files which the program can call to retrieve the data it needs.

The user interface was developed first as MATLAB command window prompts, then migrated to the App Designer. App Designer is an environment used for building MATLAB apps. It simplifies the process of laying out the visual components of a user interface. It includes a full set of standard user interface components, as well as a set of gauges, knobs, switches, and lamps as shown in Figure 1. App Designer integrates the two primary tasks of app building – laying out the visual components and programming app behavior [16].

The user interface was designed in steps. Each step builds off the previous one and provides more for the user to learn about orbital mechanics.

The first step is for the user to input the initial condition for the simulation. The first user interface in Figure 2, shown with values for the International Space Station (ISS), converts between state vectors and classical orbital elements. Starting with this conversion is an important first step because it is desirable for the user to understand how these two methods of describing a spacecraft’s orbit are connected. The user can input values for the state vector and see the resulting classical orbital elements or vice versa. Playing with these values allows the user to begin making connections about which values affect each other.

![Figure 1: App Designer Components](image-url)
After the user inputs the initial conditions, a three-dimensional plot appears. This plot is updated when the user changes values of the state vector or orbital elements. Figure 3 shows the plot with the values for the ISS from Figure 2. The plot shows the Earth at the center, and the initial position and velocity of the spacecraft with respect to the Earth are shown as a red point and arrow, respectively. This visual representation gives the user perspective about where a spacecraft would be if it were in orbit around the Earth. The reason the Earth was chosen is because it gives the user a familiar starting point and has only one moon, which provides a starting point for many-body propagations. The lessons learned here can be easily transferred to an orbit around another planet. On this plot the Earth is shown to scale, so if the spacecraft is not visible, it may be within the planet.

![Figure 3: Earth with Initial Spacecraft Position and Velocity](image)

**Figure 2: User Interface for ISS Initial State Vector and Orbital**

<table>
<thead>
<tr>
<th>State Vector</th>
<th>Orbital Elements</th>
</tr>
</thead>
<tbody>
<tr>
<td>X</td>
<td>1292 km</td>
</tr>
<tr>
<td>Y</td>
<td>4753 km</td>
</tr>
<tr>
<td>Z</td>
<td>-4666 km</td>
</tr>
<tr>
<td>VX</td>
<td>-7.043 km/s</td>
</tr>
<tr>
<td>VY</td>
<td>-0.909 km/s</td>
</tr>
<tr>
<td>VZ</td>
<td>-2.878 km/s</td>
</tr>
<tr>
<td>SMA</td>
<td>6780 km</td>
</tr>
<tr>
<td>ECC</td>
<td>0.0006787</td>
</tr>
<tr>
<td>INC</td>
<td>51.59 deg</td>
</tr>
<tr>
<td>LAN</td>
<td>206.1 deg</td>
</tr>
<tr>
<td>AOP</td>
<td>80.43 deg</td>
</tr>
<tr>
<td>TA</td>
<td>160.9 deg</td>
</tr>
</tbody>
</table>
Next the program implements a short propagation using just the Earth and spacecraft to give quick insight about the orbit. When the user is satisfied with their initial position and velocity, they can create a propagation plot by selecting a time on the slider and clicking the plot button shown in Figure 4. The slider allows the user to choose between 1 hour and 120 hours (5 days). This limit prevents a long run time while displaying where the spacecraft will be in the immediate future. The velocity arrow is replaced with a path the spacecraft follows for the user-defined time. The spacecraft’s initial position is shown with a red point and its final position is shown with a cyan star. By comparing the velocity arrow in Figure 3 to the expected propagation in Figure 4, the user can see how their initial velocity affects the spacecraft’s orbit. The Moon is not included in the dynamics at this point in the calculations, but it will be added later.

The final step adds the Moon’s gravity, resulting in a four-body propagation. The user can choose whether they want the Moon displayed in the plot. In some cases, like the ISS example, displaying the Moon would make the spacecraft’s orbit difficult to see. In other cases, such as orbits which extend further from the Earth, displaying the moon would be desirable as it would show the spacecraft’s path near the moon. Figure 5 shows a comparison between three-body (Earth, Sun, Spacecraft) and four-body (Earth, Sun, Moon, Spacecraft) propagation for a fictional spacecraft which passes near the moon. In the three-body propagation in Figure 5a the spacecraft moves towards the Earth, whereas in the four-body propagation the spacecraft moves towards the Moon. The Earth appears much smaller in this plot due to the inclusion of the Moon’s orbit

**Conclusion**

A new tool has been created for students to visualize a spacecraft’s orbit under the gravitational influence of the Earth, Sun, and Moon. Students can choose the spacecraft’s initial conditions and subsequently gain valuable insight into complicated planetary dynamics. Understanding a spacecraft’s initial conditions is an important first step to developing intuition towards orbital mechanics. After using this program for some time, the user should be able to create reasonable orbits from scratch in similar orbital mechanics programs. They would begin to understand fundamentals, like the relationship between a state vector and orbital elements, velocities necessary to maintain an orbit, and the influence of gravity from surrounding bodies.
By starting with these first principles, the foundation is laid for understanding more complex trajectories. After using this program, users should be capable of explaining whether an orbit’s initial conditions make sense and be prepared to apply this knowledge to more challenging concepts.

**Future Work**

The next addition to the program is to give the user a choice of primary bodies, allowing the user to see how an orbit which works fine for one planet behaves differently at another planet. This comparison would further demonstrate how gravity plays a role in spacecraft trajectory. Work is being done to include the eight planets and the Pluto/Charon center of mass. The Pluto/Charon center of mass is included because it offers an interesting case where the point being orbited is in empty space. Each planet would include up to its four most massive moons to limit computational resources necessary to complete propagations.

Another desirable quality would be an animation instead of a static plot, allowing the user to watch the spacecraft orbit over time instead of simply seeing the result. Along with the animation, a constantly updating view of the spacecraft’s state and orbital elements could be included. Adding the ability to implement a maneuver could also be something to explore. A maneuver would allow the user to make changes during the orbit and see the impact of changing the spacecraft’s velocity or direction.

The software has yet to be tested with users. Students will be given a sample problem to solve using the tool, then asked to solve another problem with less information, forcing them to draw from previous observations. We expect to test the program in the spring of 2019 based on previously used problems, and the results may lead to other changes or additions to the program which have yet to be considered. The users’ input will be held in high priority for deciding which features to add next. In the future, we plan to pair this tool with an instrument to measure engineering intuition which we are currently developing.
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